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Abstract - Database management systems have become 

the most important process since millions and billions of data 

transactions taking place every second. It comes as surprise 

that database optimization and tuning has become the main 

key research. If the database processes are not handled 

properly, it will lead to a slow system and it might cause a lot of 

errors and there is a possibility for the system to crash. Since 

database main task is storing and accessing the data according 

to the user needs through SQL operations, therefore there is a 

need to optimize the database operations by reducing their 

response times. There are many ways to optimize database 

operations, but among those; database tuning seems the most 

challenging area. There are many studies done on the 

improvement of database tuning approach however they are 

still suffer from a slow query processing time. Factors causing 

slow processing time normally are due to small-shared pool 

size and improper execution plans used during queries. This 

study focused on improving database indexing to overcome 

these two factors. A combination of clustered index, non-

clustered index and bitmap is proposed as a new approach in 

query processing. These combinations of indexes have been 

tested using complex and simple queries. The results of this 

experiment are being compared with the result from the 

existing indexing approaches when using the same datasets. 

The result shows that these combinations are able to optimize 

the database systems. The proposed solution able to provide a 

database system that is fast in data retrieval and an improved 

performance percentage of 10% to 20% depending on the 

query, and the dataset used. Indirectly, this proposed solution 

enables companies’ database systems to achieve its highest 

potential with maximum performance. 

 
Keywords: query processing, clustered index, non-clustered 

index, DBMS, database optimization 

 
I. INTRODUCTION 

 

Database management system (DBMS) plays a crucial 

role in the organizations. DBMS is a program that manages 

the data inside the database and the structures that holds this 

data [1]. The stored data are accessed and managed by query 

language such as SQL. Optimizing the query processed 

involves improving the speed thus reducing system response 

time [2]. Systems with a good database management are 

vital since company relies on an effective and efficient 

system to operate their daily activities. Data analyst, 

database designers and administrators work closely to 

optimize the performance of the system through various 

strategies. From a software company’s perspective, the lack 

of optimization process in databases can cause unreasonable 

costs to both clients and companies [3]. The way the 

database is operated should be the focused in order to 

improve the database performance [4]. There are many ways 

to optimize the database operation: such as avoiding unused 

tables, proper indexing usage, avoiding temporary tables 

and coding loops, and many others. The interest of this 

study is to tune the database structure and optimize the 

architecture rather than focusing on improving the query 

writing. The aim of database tuning is to maximize and to 

improve the system resources. Even though most systems 

are able to manage their resources but there is still room for 

improvement in terms of their efficiency by customizing the 

settings and configurations [5]. The configurations of query 

processing are based on the steps stated in the execution 

plans. The purpose of execution plan is to calculate the most 

efficient way to execute the query. However, to improve 

data retrieval process during query execution is to improve 

the indexing method used in the query [6][7]. Therefore the 

focus of this study is to improve the indexing method in the 

query execution plan. Database users and administrators 

shall manually examine and tune this plan to get better 

performance.    

 

During query execution, the type of indexing method 

used is very important to improve the database operations. 

The advantage of index is its ability to search data without 

searching every single row in a database table during query 

[5]. Therefore proper choice of indexing technique used in 

the query execution plan is very important. There are a 

number of indexing techniques exist, such as cluster index, 

non-cluster index, bitmap index, and others. There are 

researchers who embed these techniques in their query 

improvement process. However, the existing applications of 

these indexes are still faced problems in terms of the time 

taken to process the query [8]. This study explores whether 

the combination of cluster index, non-cluster index and 

bitmap index in one process able to improve the time 

processing during queries. Therefore, to explore the 

possibility of these combinations in the query execution 

plan, and to achieve the aim of the study, this paper is 

organized as follows. In the following section is the 

discussion of the index management in database operations. 

Section III discusses different type of indexes exists in the 

literature, Section IV reports the analysis of SQL query 

processing in database systems. Section V explains on the 

development of the proposed method to improve query 

processing and in Section VI discusses on the evaluation of 

the proposed approach through an experiment. The last 
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section states the conclusion of the paper and the future 

works. 

 
II. INDEX MANAGEMENT IN DATABASE 

 

Indexing is a significant data structure in database. The 

purpose of having an index in a database is to sort records 

into multiple fields. When index is created on a field table, 

another data structure is created that holds a pointer to the 

record and the value of the field [5]. As an analogy, imagine 

a user tries to search a word in a textbook using a search 

function. Based on user request, the system will go directly 

to the desired word in the textbook. The function of index in 

a database is similar to the index function in a textbook. 

Using an appropriate index to databases is the most 

important aspect to optimize database operations. However, 

by having an index on each field table, additional space will 

be created on the disk since the indices are stored together in 

a table. The database file can reach the size limits quickly if 

within the same table there are many field are being indexed 

[6].   

Based on its important to improve the query response 

time, there are many types of indexes used. There are seven 

index types which are among the most popular used for 

query improvement, such as: clustered index [9], non-

clustered index [5], hash index [11], bitmap and bitmap-join 

index [12], partitioned index [13], domain index [14], and 

function-based index [6]. Although these indexes boost the 

performance of the database system, however, they have 

some limitations. Thus, the motivation of this project is to 

propose an improved indexing approach to help in reducing 

the query processing time for the database systems. In the 

following section, is the discussion on each type of index.   

 

III. TYPES OF INDEXES 

 

There are several type of indexes used in the existing 

DBMS. Database indexes can be categorized into the 

following types. 

 

A. Clustered Index 

 

A clustered index is an index that alters the way records 

is organized in the table, as the result the data is being stored 

in-order. Because of this organization one clustered index is 

assigned to a table. Since clustered index used B-tree in its 

structured, the leaf nodes stored the actual data while the 

table is sorted based on its key values. Since the value of the 

leaf nodes is unique, only one clustered index is assigned in 

the database table. Because of its structure, clustered index 

is able to speed up the retrieval process. But it only 

applicable if the data is retrieved sequentially in the same 

order or reverse order of the clustered index or the data is 

selected based on its range of items [9]. There are studies 

done in improving query processing using this type of index 

such as [5][15][16]. This index scale well because it used B-

tree structure in its processing. 

 

B. Non-clustered Index 

 

Like clustered index, non-clustered index also used b-

tree as its structure. However the different is non-clustered 

index separate the data and the index in two different places. 

The leaf nodes stored the index rows, which points to the 

location of the data. With this structure, it is possible to have 

multiple non-clustered in a table. Studies done by 

[5][16][17] embed this index in their works. This index is 

very helpful in retrieving data quickly from database table.  

 

C. Hash Index 

 

Hash index is like a collection of buckets that organized 

in an array. Each bucket has a pointer that points to a data 

row. Studies done by [11][18][19] improved the query 

processing using this type of index. However, this index 

seems complex to be implemented by junior DBA. 

 

D. Bitmap and Bitmap-Join Index 

 

The bitmap indexes utilized in the queries is applied to 

low or medium cardinality columns. Studies done by [12] 

[20][21] explore the features provided by this index. 

However, this type of index is good for low cardinality 

columns (example gender field). 

 

E. Partitioned Index  

 

A partitioned index in Oracle 11g is basically an index 

that breaks into numerous pieces. Studies done by [13] [22] 

[23] explore the suitability of this index in their studies. It 

allows quick and ease of access and efficient for smaller 

data units. 

 

F. Domain Index  

 

This index is suitable for a particular domain, for 

example spatial or picture handling or video file. Studies 

done by [13] [24] [25] explore the suitability of this index in 

their studies. It can only be used in some tables and requires 

a lot of maintenance and various monitor size.  

 

G. Function-based Index  

 

A function-based index calculates the result of a 

function that involves one or more columns and stores that 

result in the index. Studies done by [6] [26] used this index 

to query the web. It is a useful index and can help the DBA 

in creating a fast database. 

 

As discussed, there are advantages and disadvantages of 

each index on database operations. The existing DBMS 

normally used single index during query processing, 
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however this study tries to explore the possibility of 

combining multiples indexes in order to improve the query 

processing. The aim of this study is to improve the time 

taken for query processing; therefore three steps are outline 

as the methodology in this study. The details for each step 

discussed in the following section.  

i. Analyzing and understanding query processing steps 

ii. Proposing an approach to improve query processing 

iii. Evaluating the proposed approach 

 

IV. ANALYZING QUERY PROCESSING 

 

SQL (Structured Query Language) is a language used to 

access and manipulate database contents. The performance 

of the query is measured based on the time taken to process 

the query. When a user post a SQL statement to the server 

the required processing time for the server consist of the 

following: 

i. Application processing time:  the time taken for the 

application to process data from the previous response, 

before sending the next request. 

ii. SQL processing time: the time taken to process the 

request and send back the results. 

 

Since this study focuses on improving SQL processing 

time, therefore there is a need to analyze the steps taken in 

query processing. SQL is different from other programming 

languages on the way the codes are being executed. Most 

programming languages execute statement from top to 

bottom. On the other hand, SQL defines the order in which 

the clauses of a query are executed. Figure 1 explains the 

order of SQL process. 

 

 
 

Fig. 1 The order of SQL clauses [10] 

 

As stated in the figure, the first clause that is processed 

is the FROM clause, while the SELECT clause, which 

appears first, is executed almost at the end of the query 

processing. Normally, the database systems through query 

execution plan will follow this order when process the query 

[27]. The function of execution plan is to calculate the most 

efficient way to execute the query. Query execution plan is a 

sequence of steps used to access data in database. Database 

users and administrators shall manually examine and tune 

this plan to get better performance. This plan will guide the 

system the way the SQL should be executed to improve the 

query processing time. There are a number of steps or stages 

the database systems do before the execution of SQL 

statement. Figure 2 illustrates the stages of SQL processing.  

 

 
 

Fig. 2 The stages in Query Processing [28]  

 

When a SQL query is constructed by the user, this 

query will be sent to the database system by the query 

processor where the system parses and executes the SQL 

query. An execution plan will be constructed where this plan 

will identify the most efficient way to execute the query. 

Three basic steps in query processing: i) Parsing and 

translation, ii) Optimization, and iii) Evaluation [29]. 

 

i) Parsing and Translating SQL Query 

 

At first, the query statement will undergo a process called 

parsing. In this process, SQL statement will be divided into 

a different data structures. This query is then translated into 

relational algebra [30]. A parser will check the syntax, 

semantics of the query and the shared pool. The shared pool 

is like a buffer for SQL statements. It is used to store the 

SQL statements so that the identical SQL statements do not 

have to be parsed each time they're executed. This study 

also looks into the possibility to improve the used of shared 

pool during query since the size of the pool shall be adjusted 

to accommodate the query processing.   

 

ii) Optimizating SQL Query 

 

During query, the users will state what data they are 

looking for and the system will search the data in the 

database. The searching algorithm will be identified by the 

DBMS. For a given query there are many possible way to 

search for the data or execution plans. Normally the system 

will choose the plan with the lowest cost. The cost is 

measured using statistical analysis from the database 

catalog. 

 

iii) Evaluating SQL Query 

The query evaluation engine takes a query evaluation 

plan, executes the plan and returns the answer to that query. 

 

Upon analyzing these three steps in query processing, 

this study found there are two factors to improve the query 

processing, which are: i) the shared pool size and ii) the 

execution plan. These factors will be considered in the 
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design of the proposed approach to improve query 

processing. Since execution plan indicates and guides the 

way the query should be executed, therefore in order to 

improve query processing time, this study will improve the 

execution plan by improving the used of shared pool size 

and the indexing method. Below is the discussion on the 

shared pool size and the execution plan in query processing 

before these two factors are used and embedded in the 

proposed approach.  

 

A. Shared Pool Size  

 

Shared Pool contains parsed SQL statements and 

execution plans. With nonstop utilization of database 

operations, after a timeframe the shared pool will be 

divided. The pool is loaded with new and old parsed SQL 

and execution plans. This will likewise prompt bigger 

packages being matured out with new sections going into 

shared pool. Henceforth access to such bigger packages will 

set aside some effort to parse and make execution plan. This 

may cause performance issues. To overcome this situation, 

the user shall use a parameter called 

SHARED_POOL_RESERVED_SIZE. This will provide 

some extra space on the defined shared_pool_size. By 

changing the shared pool size and reserve some extra space 

in the pool, more execution plans can be stored. However, 

the user needs to define this parameter manually during 

query processing.  

 

B. Execution Plans 

 

Execution plans are often reviewed by the database 

admins when reviewing query performance [27]. The 

execution plan indicates what tuning should be done to 

improve the query processing. This plan demonstrates the 

query execution; identify the most expensive query, and the 

performance of the index used during the query processing. 

The operator that contributes to low query performance will 

also be identified. The scan operators that are used to scan 

the whole table are able to identify a missing index, the 

index that is wrongly utilized, or the query contains no 

filtering condition. Since database users and administrators 

shall manually examine and tune the execution plan to get 

better performance, therefore this study will tune the 

execution plan to get better query performance. 

 

Therefore these two factors (shared pool size and the 

execution plan) will be enhanced in the proposed solution in 

order to improve the performance of the query. The next 

section will discuss the proposed improvement approach. 

 

 

 
V. THE PROPOSED INDEXING APPROACH 

 

The aim of this study is to reduce query processing time 

by improving the execution plans and the shared pool size. 

This improvement will be embeded in the query processing. 

In Oracle query processing, clustered and non-clustered 

index are used during the process but in this study, three 

combination of indexes are used, which are clustered, non-

clustered and bitmap index. These three combinations of 

indexes are used in the query execution plan and this plan is 

re-structured to include the seven steps as stated in Table 1 

below. 
TABLE 1 The proposed indexing steps 

 
Step 1 : Deletes all current indexes. 

Step 2 : find a suitable column to apply clustered index 

Step 3 : find a column that has low cardinality values. 

Step 4 : find a common column to apply non-clustered 

index 

Step 5 : create clustered index on the column in step 2. 

Step 6 : create bitmap index on the column that is 

mentioned in step 3. 

Step 7 : create a non-clustered index on a column that is 

critical 

 

The combination of three indexing techniques (clustered, 

non-clustered and bitmap index) hopefully will improve the 

query execution plan thus reduce the processing time. The 

explanations of these seven steps are as follows:  

 

Step one is to delete all the current indexes in the 

datasets, the reason for doing this is to fix performance 

problem that caused by the existing index and to avoid the 

new index overlap with the existing ones. The second step is 

to find a column where a clustered index could be applied. 

The clustered index could not be applied on any column; it 

should be applied only on columns that have unique values 

and does not contain null values. If this column did not exist 

then a new column will be created, this procedure is 

necessary to help restructure the database physically. Step 

three is to search a column with low cardinality values. Low 

cardinality means column with a small pool of data, such as 

gender column (M/F), payroll types or others. The reason to 

search this kind of column is to apply bitmap index in this 

column. Bitmap index could not be applied on top of 

column with high cardinality since this will downgrade the 

performance of the database. Step four is to find a common 

column where many search operations are being applied to 

this common column. The reason for doing this is to apply 

non-clustered index into this column. A column that has 

both clustered and non-clustered index applied to it will help 

reduce the query processing time. Step five is to create 

clustered index in the column found in step two. While step 

six is to create bitmap index into a column that found in step 

three. Step seven is to create a non-clustered index into a 

column that is critical. These seven steps will be embedded 

in the query execution plan.   

 

VI. EVALUATING THE PROPOSED APPROACH 

 

The proposed approach will be developed using Oracle 

platform (SQL DEVELOPER). The seven steps as discussed 
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in the previous section will be embedded in the query 

execution plan and the size of the shared pool will be re-size 

to reserve some extra space in the pool. To evaluate the 

reliability of the proposed approach, three tests are being 

conducted. The intention of these three tests is to analyze 

the improvement of query execution when the three indexes 

are applied. The parameter for evaluation is the number of 

rows accessed by the database systems to produce the 

output, where this parameter is called cost. The least number 

of table rows being accessed by the database system or low 

cost indicates the index for that particular approach is better. 

The first test is to analyze the query processing time when 

no index is being applied in the execution plan. This test is 

to evaluate the first step in the approach. Payroll dataset [32] 

which consists of 1203 rows of records with 11 columns is 

used in this test. A simple query as stated below is used:    

Select first_name,salary,job_id from employees 

Where job_id= 'SA_MAN'; 

 

Query execution plan as stated in Fig. 3 is executed. As 

stated in the figure the number of cost is three, which 

indicates that the number of rows being accessed by the 

systems to produce the result is three rows.     

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 
Fig. 3 Execution plan without index 

 

The second test is to analyze the query processing 

time when a bitmap index is being applied in the execution 

plan while the same query is being used. Fig. 4 states the 

result of this execution.  

 
 
Fig. 4. Execution plan with bitmap index 

 

As stated in the Fig.4, the cost of this query is reduced 

to two. This indicates that when bitmap index is applied in 

the table field this will improve the searching process. Third 

test is then conducted, which is to analyze the query 

processing time when the combination of bitmap index and 

the clustered index is being applied in the execution plan 

while using the same query. 

 

 
 
Fig. 5. Execution plan with the combination of bitmap and clustered index 

 

As indicated in the Fig.5 the cost of the query is 

reduced to one. This indicates that when two indexes are 

used during query, it will reduce the cost and hence reduce 

the query processing times. And it is believed that if large 

datasets are used, or the combinations of three indexes are 

used then the result will be improved as well. 

 

The next experiment is to compare the performance of 

the proposed approach with the existing approaches. Three 

existing approaches are used in this experiment [5][12][17], 

each of them used single index in query processing. These 

existing approaches will be developed based on the type of 

index used in each approach. Two datasets will be used for 

this experiment which is payroll [32] and Human Resource 

[33]. The existing approaches and the proposed approach 
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will be executed using two queries, one for each dataset. 

The output produced by all the approaches will be compared 

to see their significance. Fig. 6 is the query used in this 

experiment. 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 
Fig. 6. Complex query used to access HR datasets  

 

The query used on payroll dataset is as follows: 

 

SELECT A.employee_name AS empName1, 

B.employee_name AS empName2, A.City 

FROM payroll A, payroll B 

WHERE A.employee_name <> B.employee_name 

AND A.City = B.City 

ORDER BY A.City; 

 

After applying these two queries on each of the approach the 

results are indicated as below:  

 
TABLE 2 The results using two datasets 

 
Reference Technique used Query Cost 

using 

HR dataset 

Query Cost 

using Payroll 

dataset 

[5] clustered index 270 94 

[12] bitmap index 273 94 

[17] non-clustered 

index 

272 94 

the 

proposed 

approach 

combination of 

clustered index, 

non-clustered 

index and bitmap 

index 

267 87 

As stated in Table 2 the results produced by the 

proposed solution are the best and the cheapest cost among 

all other approaches when the two queries are applied. This 

proves the efficiency of the proposed approach with an 

improvement percentage of 20%. The existing approaches 

that used in this experiment only apply single index. The 

authors of [5] used clustered index only in the approach. 

Even though this approach is able to produce a good result 

when tested using the two datasets but the results are not the 

best, hence the approach needs some improvement. The 

authors of [12] used bitmap index in their approach and able 

to produce a good result. However it increases the time 

taken to process the query, since the number of cost to 

access the table is the highest among all when using HR 

dataset. Non-clustered index is used by the author of [17] in 

his work. This approach is tested using both datasets in this 

experiment. As the result shown in Table 3, however this 

approach failed to produce the best result. The data in the 

table is not sorted properly in the database hence the number 

of search has increased. However, this study proved that if 

multiple indexes are applied in the query processing it is 

able to provide a better performance by reducing the time 

taken during query.  

 

VII. CONCLUSION 

 

This study shows that the combinations of indexing 

approaches such as clustered, non-clustered and bitmap 

index are able to achieve better performance in terms of 

reducing query processing time. The improved indexing 

approach shall be implemented on any dataset. For further 

improvements in the experiment, a different platform shall 

be chosen other than SQL developer for example: MySQL 

or DB2. This will open more indexing options that can be 

supported through SQL code. Other exploration exercise in 

improving the query processing time is to look on the 

possibility of combining partitioned indexes with non-

clustered index. This work is very important to provide a 

better approach in improving query processing time.  
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